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A: Rounding
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Listing 1 Rounding 2254

1 #include <bits/stdc++.h>

using namespace std;

int main() {
int X, A; cin >> X >> A;
puts(X < A 7 "O" : "10");
return O;

}
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B: Bounding
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Listing 2 Bounding FZZ54i

1 #include <bits/stdc++.h>

2 using namespace std;

4 int main() {

5 int N, X; cin >> N >> X;
6 vector<int> D(N + 1);
7 D[0O] = 0;

8 for (int i = 0; i < N; ++i) {
9 int x; cin >> x;

10 Dli + 1] = D[i] + x;

11}

12 int ans = O;

13 for (imt i = 0; i <= N; ++i) {

14 if (0[i] <= %) {
15 ans++;

16 }

17 X

18 cout << ans << endl;

19 return O;

20 }




C: Rectangle Cutting
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#include<stdio.h>
#include<vector>
#include<algorithm>
using namespace std;
typedef long long 11;
int main()
{
int a, b, x, y;
scanf ("%d%d%d%d", &a, &b, &x, &y);
printf ("%1f %d\n", double(a)*double(b) / 2, x + x == ak&y + y == b);
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D. Enough Arrays(writer : yuma000)
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1 #include<bits/stdc++.h>

2 using namespace std;

4 int main(){

5 int N;long long int K;
6 cin>>N>>K;

7 vector<long long int>A(N);
8 for(int i=0;i<N;++i){
9 cin>>A[i];

10 }

11 long long int answer=0;
12 long long int sum=0;

13

14 int r=0;

15 for(int 1=0;1<N;++1){
16

17 while (sum<K) {

18 if (r==N)break;



19 else{

20 sum+=A[r];
21 r++;

22 }

23 }

24 if (sum<K)break;

25 answer+=N-r+1;

26 sum-=A[1];

27 }

28 cout<<answer<<endl;

29 return O;

30 }




E: Common Subsequence
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F: Minimum Bounding Box
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A: Rounding

For this problem, implement the instructions in the problem statement. If
X < A, print 0. Otherwise, print 10. An implementation is below.

Listing 1: Rounding
1 #include <bits/stdc++.h>
2 using namespace std;
3
4 int main() {
5 int X, A; cin >> X >> A;

6 puts(X < A 7 "O" : "10");
7 return O;
8}




B: Bounding

For this problem, we care about the location of the ball at each bounce. The
location of the ball at the first bounce is always 0. The location of the ball at
for subsequent bouce 7 is the location of the ball at the previous bounce plus
L[i], the length traveled from the previous bounce. This is the same thing
as taking prefix sums. Now that we know the location of all the bounces, we
can check each location and count the number of locations that are <= X.
The runtime is O(N).

Listing 2: Bounding
1 #include <bits/stdc++.h>
2 using namespace std;
3
4int main() {
5 int N, X; cin >> N >> X;
6 vector<int> D(N + 1);
7
8
9

D[0O] = O;
for (int i = 0; i < N; ++i) {
int x; cin >> x;
10 D[i + 1]
11}
12 int ans = O;
13 for (dnt i = 0; i <= N; ++i) {

D[i] + x;

14 if (D[i] <= X) {
15 ans++;

16 }

17}

18 cout << ans << endl;
19 return 0;

20 }




C: Rectangle Cutting

A rectangle can be cut into two equal parts by any line that passes through
the center of the rectangle. The points (z,y) and the center can form a line
that cuts through the rectangle, so it is always possible to cut the rectangle
exactly in half.

A line that doesn’t pass through the center of the rectangle cannot split
the rectangle in half. If (x,y) is the center of the rectangle, there are multiple
ways to cut the rectangle in half passing through (x,y) because any line
passing through the center works. If (x,y) is not the center, there is exacly
one way to cut the rectangle in half because there is exactly one line that
passes through both (x,y) and the center.

Listing 3: Rectangle Cutting

1 #include<stdio.h>

2 #include<vector>

3 #include<algorithm>

4 using namespace std;
5 typedef long long 11;
6 int main()

7{

8 int a, b, x, y;

9 scanf ("%d%d%kd%d", &a, &b, &x, &y);

10 printf ("%1f %d\n", double(a)*double(b) / 2, x + x == a
&&y + y == b);

11}

10



D. Enough Arrays (writer: yuma000)

If the sum of elements in the range form [ to r is >= K, then the sum of
elements in the range from [ to r 4+ 1 is also >= K because all the elements
are positive. This means that for each index [, if we can find the first index
r such that sum(a[l...r]) >= K, then we can add N — r + 1 to the answer.
N — r + 1 is the number of ranges that start with /. The ranges can end at
any location from r...N.

There are two ways to find the first value r such that the range sum(all...r]) >=
K for each 1.

The first way is binary search. First, we take the prefix sums of the array
A. With prefix sums, we can query the sum of a range in O(1). For every
starting index [, we can binary search to find r. The runtime for this method
is O(NlogN).

The second method is two pointers. This is the method shown in the code
below. If we know that 7 is the first index such that sum(a[l...r]) >= K (this
means sum(a[l+1...r]) < K), then the range from [+ 1 ro r — 1 will not work
(this means sum(a[l+1...r —1]) < K). The brute force solution is to try each
possible r for every [. This runs in O(N?). We can speed this up by only
trying a possible value of r if it is greater than or equal to the value of r for
the previous [. This speeds the runtime up to O(N) because we only check
each possible value of r once total while going through all possible values of
l.

Listing 4: Enough Arrays
1 #include<bits/stdc++.h>
2 using namespace std;

3
4 int main(){

5 int N;long long int K;

6 cin>>N>>K;

7 vector<long long int>A(N);
8 for(int i=0;i<N;++i){

9 cin>>A[i];

10 }

11 long long int answer=0;

12 long long int sum=0;

13

14 int r=0;

15 for(int 1=0;1<N;++1){
16

11
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30 }

3

while (sum<K){
if (r==N)break;
else{
sum+=A[r] ;
r++;

}
+
if (sum<K)break;

answer+=N-r+1;
sum—=A[1];

cout<<answer<<endl;
return O;
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E: Common Subsequence

Let dpli][j] be the number of ways to create subsequences only using the first
1 elements of S and the first j elements of 7" such that the subsequences
are the same and the ith element of S and the jth element of T" are part of
the subsequences. Basically, dp[i][j| is the answer to the problem if we only
consider the first 7 elements of S and the first j elements of T" and we have to
use the ith element of S and the jth element of 7. If S; |= Tj, then dp[i]j]
= 0 because no subsequence will end by using the ith element of S and the
jth element of T. If S; = T} then dpl[i][j] = (X oy Soiz; dp[K][l]) + 1 because
the previous index of S can be any index <= ¢ and the previous index of
T can be any index <= j. As a base case, we can say dp[0][0] = 1. This
represents the case were we don’t take any elements. The runtime of this
is O(N? x M?), but we can speed this up by precomputing the sums. Let
sumlil[j] = Sp_; S0, dp[K][l]. sumli][j] is a 2D prefix sum of the dp array.
suml[i][j] = sum/[i-1][j]+ sumli][j-1] — sum[i-1][j-1] +dpli][j]. With sumli][j], we
can know calculate each state, dpli][j], in O(1). Since there are NM states,
the runtime is O(NM).
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F: Minimum Bounding Box

Let’s call (Zpmae — Tmin) X (Ymaz — Ymin) the bounding box. We want to
minimize the area of the bounding box.

Consider the value of x,,,, as the points start moving. x,,,, will decrease
for some amount of time (which may be 0), then it will stay the same for
some amount of time (which may be 0), and then it will increase for some
amount of time (which may be 0). We can binary search to determine when
Tmaz StoOps decreasing and starting staying the same and when x,,,, stops
staying the same and start increasing. We can repeat this process for z,,,,
Ymaz; and Ymin-

We care about the interval of time when the values (for example Z;4.)
stay the same because those will lead to the smallest bounding box. Consider
time as a number line and place the intervals when the values are the same on
the numberline. We have now divided the numberline into several sections.
For each endpoint of a section, let dx = 00 — Tmin, AY = Ymaz — Ymin- NoOte
that all 4 values may not be constant in every section.

In the sections where dx and dy are increasing, the bounding box will also
increasing. In the sections where dr and dy are decreasing, the bounding
box will also decrease. In both these cases, the area of the bounding box is
minimized at an endpoint of the section.

We now have to consider the sections where dx is decreasing and dy is
increasing. Consider the ratio that dx changes by and the ratio that dy
changes by. If the ratio that dzr decreases by is more than the ratio dy
increases by, then the area of the bounding box decreases. The area of the
bounding box is convex in these sections, so the minimum area will be at the
endpoint of one of these sections. We can symetrically consider the sections
where dx is increasing and dy is decreasing.
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