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A : Sorted Arrays

Suppose that Ay, As, ..., A; is an (either non-increasing or non-decreasing) monotonous sequence. In
this case, for each j < 1, it never makes sense to cut the sequence between A; and A; ;. For example, in
some solution, if the first two subarrays are Aq,..., A; and Aj4q,..., Ag (k > 9), you can change them
to Ay,...,A; and A;41, ..., Ar without making the solution worse.

Therefore, you can repeat the following: find the longest monotonous prefix from the sequence, delete
it, again find the longest monotonous prefix from the remaining sequence, delete it, and so on.

Note that you should carefully handle equal numbers when you check whether a sequence is
monotonous. First you should check whether there are two adjacent terms x,y such that x < y, and
also check whether there are two adjacent terms x,y such that x > y. When both of these are found,
the sequence is not monotonous.

This solution works in O(N).



B : Hamiltonish Path

First, consider an arbitrary path. Check if this path satisfies the conditions. If yes, we are done.
Otherwise, we can find a vertex that is adjacent to one of the endpoints of the path. We can extend the
path using this vertex and we get a longer path. We repeat this process, and this process finishes after
at most N — 1 steps since the length of any path is at most N — 1.

For example, we can implement this idea as follows:

1. Create a deque with single vertex: {1}.
2. Let = be the first element of the deque, and y be the last element of the deque. Repeat the
following:
(a) For each vertex z that is adjacent to z, check if z is contained in the path. If not, append it
to the beginning of the deque and go to step 2.
(b) For each vertex z that is adjacent to y, check if z is contained in the path. If not, append it
to the end of the deque and go to step 2.

3. End the process. We found a solution.

In step 2(a) and step 2(b), each vertex is processed at most once. Therefore, this solution works in

O(M).



C : Ants on a Circle

We will restate the problem as follows:

Let’s assign a card to each ant. Initially, the ant 7 has a card labelled with i. When two ants meet,
instead of changing their directions, they swap their cards (and their directions won’t be changed). After
T seconds, we want to know the positions of each card.

Now, since the ants don’t change directions, we can easily compute the positions of ants after T' seconds.

The main difficulty is to find the correspondence between ants and cards.

e The relative positions of the cards never changes. That is, the cards 1,2,..., N are aligned
clockwise in this order.

e We can determine the card assigned to ant 1 after T seconds in the following way. If this ant
is moving clockwise, each time it meets with another ant, the number on the card assigned to
this ant increases by 1. Similarly, if this ant is moving counter-clockwise, each time the number
decreases by 1. Thus, we can determine the number by counting the total number of meetings

with other ants (which can be done in O(N)).

If we combine the two observations above, we can get the correspondence between ants and cards.

This solution works in O(NlogN).



D : Piling Up

Suppose that the box currently contains x red bricks and N — z blue bricks. You will perform M

operations from now, and each operation is one of the following four types:

e Operation 'RR’: Take a red brick from the box, put a red brick and a blue brick into the box, and
take a red brick from the box. This is possible only when z > 0, and = decreases by 1 after the
operation.

e Operation 'RB’: Take a red brick from the box, put a red brick and a blue brick into the box, and
take a blue brick from the box. This is possible only when x > 0, and x remains unchanged after
the operation.

e Operation 'BR’: Take a blue brick from the box, put a red brick and a blue brick into the box,
and take a red brick from the box. This is possible only when x < N, and x remains unchanged
after the operation.

e Operation 'BB’: Take a blue brick from the box, put a red brick and a blue brick into the box,
and take a blue brick from the box. This is possible only when z < N, and z increases by 1 after

the operation.

The problem asks the number of possible sequences of these operations.

Now, it is natural to define dp[i][j]: the number of possible sequences of the first ¢ operations that end
with j red bricks after the operations. The problem is that, we may count the same sequence multiple
times this way.

For example, the following two sequences should not be distinguished because they have the same

sequence of operations:

e Start with one red brick, perform an '"RR’ operation, and end with two red bricks.

e Start with two red bricks, perform an 'RR’ operation, and end with three red bricks.

In order to avoid double-countings, we add another restriction: you must perform at least one special
operation. We call an operation ”special” if it has the smallest possible value of x when the operation is
performed. That is, a '/RR’ or 'TRB’ operation when z = 0, or a ‘BB’ or 'BR’ operation when z = 1. It
is easy to see that any sequence of operations has exactly one way to perform with at least one special
operation.

Now, define dp[i][j][k] as the number of possible sequences of the first i operations that end with j red
bricks after the operations, and additionally k is a boolean value that shows whether we have performed

special operations. This solution works in O(NM).



E : Placing Squares

The key observation in this problem is to rephrase the statement in a combinatorial way. For example,
when we put k squares of sizes aq,...,ax from left to right (in a valid way), we want to count this
configuration afa3...a}; times. How can we do that?

It turns out that the problem is equivalent to the following:

~

There are N cells. Some of the borders between two adjacent cells may be marked. How many ways

are there to put some separators and red/blue balls such that:

e There must be a separator at the left border of the leftmost cell and the right border of the
rightmost cell.

e You may put separators between two adjacent cells that are not marked.

e You may put balls into cells (a cell may contain both red and blue balls).

e Between each pair of adjacent separators, there must be exactly one red ball and exactly one

blue ball.
\_ J

The relation between this problem and the original problem is clear: the separators correspond to

squares, and balls are added to add the factor of a%a3...ad;.

Now the problem suddenly becomes very easy!

Define dp|x][k] as the number of ways to determine the placement of separators and balls to the first
x cells such that currently we put k balls after the last separator. This solution works in O(N), and
it is straightforward to improve this solution using matrix exponentiation. The solution with matrix

exponentiation works in O(MlogN).



F : Two Faced Cards

This problem is very challenging, and this is the main reason of the extended contest duration. Before
tackling the original problem, let’s prepare several things.

First, without loss of generality, we can assume that C' = {0,1,..., N}. We should first sort the given
C, and change the smallest number to 0, the second smallest number to 1, and so on. We should also
change the values of A;, B;, D;, E; accordingly to preserve the relative relation between these numbers
and C;. More specifically, when C;_1 < z < C};, the number x should be converted into 7 — 1.

Next, suppose that we have two arrays py,po, ... and g1, ¢, ... (here each element is up to N). How
can we check if we can permute the elements in p, ¢ such that p; < ¢; is satisfied for each i? One obvious
solution is to sort each of them. However, in this solution, we use the following.

Consider an array of integers that is initially filled with zeroes. For each p;, we add 1 to the interval
[pi, N]. For each ¢;, we add —1 to the interval [g;, N]. The condition is satisfied if and only if the array
obtained this way consists of non-negative integers.

Now, let’s return to the original problem. First, we create an array with zeroes, and for each ¢ from 0
to N, add —1 to the interval [i, N]. This corresponds to the cards in deck Y. Then, for each i, we add
1 to the interval [a;, N]. This corresponds to the cards in deck Z when we use front sides of all cards,
except for the single added card.

This array may still contain negative numbers. We want to change all elements of this array to

non-negative numbers by the following operations:

e Flip some cards in deck Z. This makes sense only when b; < a;, and it adds 1 to the interval
[bi7 ai) .
e Add a single card (depending on the query). It adds 1 to the interval [z, N] for some integer z.

And our objective is to minimize the number of operations of the first type.

How can we handle queries? Suppose that the given query is (d,e). We consider two cases indepen-
dently: whether we use the front side (d) or the back side (e) of the given card. Thus, in the problem
above, it is sufficient if we can compute the minimum number of operations of the first type for each x
from 0 to N.

Let’s summarize what we have to do from now. (Note that the variable names in the problem below

has nothing to do with the original problem, but the correspondence should be clear.)

-~

You are given an array of integers ay, . .. ,ay_1. This array may contain positive or negative numbers.

You are also given a (multi)set of intervals [L;, R;). In one operation, you can choose one of the
intervals and add 1 to all elements of the array corresponding to this interval. Each interval can be

used at most once. For each z between 0 and N — 1, solve the following problem:

e How many operations are required to convert the array such that ag > 0,a; > 0,...,a, >

Oaax-‘rl > _la"'va'N—l > -17

N J




In the remaining part of this editorial, we will describe how to solve this problem.

First, find the rightmost element in the array that is smaller than —1. Regardless of the value of x, we
must choose at least one of the intervals that contain this element. Among them, consider the interval
whose left end is the leftmost (let’s call it T). We will claim that, regardless of the value of x, we should
use this interval.

Proof. Let p be the rightmost position such that a, < —1. Let ¢; be the distance from the current
value of the i-th element to the target value of this element. For example, if this element is currently —4
and this element must be at least —1 after choosing some intervals, the distance is defined as 3. Now,
regardless of the value of z, it is easy to see that ¢, > 0 and for each ¢ > p, ¢, > ¢, is satisfied. In
the optimal solution, there are at least c, chosen intervals that contain the position p. Among them,
consider the one with the smallest right end. It does no harm even if we change this interval to I. Thus,
we can assume that we always use the interval I.

Now, we can greedily repeat this process. Traverse the elements of the array from right to left. When
we find an element that is smaller than —1, we find an unused interval that contains this element and
use it. In case there are multiple such intervals, choose the one with the smallest left end. This way, we
get an array whose elements are at least —1 in all positions.

In the remaining part, it’s easier to find a correct strategy. Since each element is now at least —1, we
are now only interested in the leftmost occurrence of —1. Thus, we can repeat the following process.
This time, traverse the elements of the array from left to right. When we find an element that is smaller
than 0, we find an unused interval that contains this element and use it. In case there are multiple such
intervals, choose the one with the largest right end.

Finally, we solved the problem. This solution works in O(NlogN) (we need priority queues to simulate

the solution above).



