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1 N, A, B = map(int, input().split())
2 print(min(A, B), max(0, A + B - N))
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1 N = int(input())

2 A, B, C = input(), input(), input()

3 ans = 0

1+ for i in range(N):

5 ans += len(set([A[i], B[il, C[il1)) - 1

6 print(ans)




C : Different Strokes
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D : Restore the Tree
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E : Weights on Vertices and Edges
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F : Jewels
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A : Subscribers

The maximum possible number of respondents subscribing to both newspapers is the smaller of A and
B, and the minimum possible number of such respondents is 0 if A+ B < N, and A+ B — N otherwise.
Instead of using if statements, you can also use the functions min and max that are implemented in

many languages by default. Python3 code follows:

N, A, B = map(int, input().split())
print (min(A, B), max(0, A + B - N))

B : Touitsu

For each position 1,2, ..., N in the strings, match the three characters A;, B; and C; separately. If the
three characters are all different, we need two operations for that position; if two of the three are the
same but the other one is different, we need one operation.

You will most likely use a for statement in the implementation, and if statements or some other

means to process each position. Python3 code follows:

N = int(input())
A, B, C = input(), input(), input()
ans = 0
for i in range(N):
ans += len(set([A[i]l, B[il, C[ill)) - 1

print (ans)




C : Different Strokes

Let X be the value in question: “the sum of the happiness Takahashi earns in the end” minus “the sum
of the happiness Aoki earns in the end”. Takahashi tries to maximize X, while Aoki tries to minimize it.
If Aoki would eat all the dishes, X = —(b; + ...+ by). Actually, however, Takahashi also eats some
dishes, and each time Takahashi eats Dish ¢, X increases by a; + b; from here. Thus, the problem is
equivalent to the case where only Takahashi earns a; + b; points happiness by eating Dish i, and Aoki
earns nothing from eating the dishes (we need to add —(b; +...+by) to the answer). This can be solved

by sorting the dishes in ascending order of a; + b;.



D : Restore the Tree

Since the constraints guarantee that the input is valid, by topological sorting we can renumber the
vertices 1 to N so that u < v for each edge v — v in the graph, in O(N 4+ M) time.

In this new graph, it can be seen that Vertex 1 is the root of the original tree, and for each of the
remaining vertices, v, the parent of v in the original tree is the largest w such that there is an edge
w — v. This is because, for each of the vertices z (x # p,: the parent of z in the original tree) such that

there is an edge * — v, x is an ancestor of p,, and thus x < p,.



E : Weights on Vertices and Edges

Let us find all the edges that can possibly be the heaviest edge in a connected component at the final
state. Edge e can be such an edge if the total weight of the vertices that can be reached from e by
traversing only edges with weights not greater than that of e.

For each edge, let us check if this condition is satisfied. First, we have a new graph with N vertices
in the original graph and no edges. Then, we add the edges in the original graph in ascending order of
weight. We can see if the condition is satisfied for edge e if we can find the total weight of the connected
component that contains e just after e is added. This can be found efficiently by using data structures
such as Union-Find.

Then, let us go over the edges in descending order of weight. Assume that we are now looking at edge
e. If it is already determined that e remains in the final graph, we do nothing particularly. If it is not
already determined but e can possibly remain in the final graph as we discussed earlier, we decide to
use e in the final graph and also the edges that can be reached from there by traversing only edges with
weights not greater than that of e. In the remaining case, we see that e cannot remain in the final graph.

The validity of this algorithm can be shown by induction on the number of edges, since it can correctly
determine if the heaviest edge can remain in the final graph or not. Regarding the operation where we
“decide to use the edges that can be reached from e by traversing only edges with weights not greater
than that of €”, the total time taken by these searches is O(N + M), since a vertex or edge visited once
during these searches will never be visited again.

The slowest part of this algorithm is sorting the edges by weight, and works in O(N + M log M) time.



F : Jewels

For each color, let us pair the two most valuable jewels, and set the values of these jewels as the average
of the two.

By giving perturbation, we can assume that all the jewels have different values. Let us sort the jewels
in descending order of value, and go over from front to back. In some cases we can just choose the z
jewels from the front, and in some other cases we cannot. More specifically, it is when the z-th and
(z 4+ 1)-th jewels are paired that we cannot just choose the x jewels from the front. Below, we will only
consider this case, since it is optimal to just choose the x jewels from the front if it is possible.

We can choose to take the  — 1 jewels from the front. With respect to the case where the x — 1 jewels
from the front are taken (we will call it “the base case”), let us consider how we have one more jewel.
Let us define the following sets: (Below, we will call a color used if two or more jewels of that color are

chosen in the base case, and unused otherwise.)

e P: the set of the jewels of a used color that are chosen now but not among the two most valuable
jewels of the color

e (): the set of the jewels of a used color that are not chosen now

e R: the set of the pairs of the two most valuable jewels of a used color

e S: the set of the pairs of the two most valuable jewels of an unused color

e T the set of the triplets of the three most valuable jewels of an unused color

In order to maximize the total value, we only need to consider the following three ways to have one

more jewel:

e Add one more jewel from Q.
e Remove one jewel that is in P, and add a pair of jewels from S.

e Remove a pair of jewels that is in R, and add a triplet of jewels from T'.

We will omit the detailed proof, but it can be seen that any other way to have one more jewel is not
better than one of these three ways by applying proper transformations, using the fact that the z — 1
jewels from the front is taken in descending order of value.

Now, we only need to maintain the sets P, @, R, S and T while going over the jewels. The operations
required are insertions and deletions of elements and finding the minimum and maximum elements in
sets, and this can be done by data structures such as std::set.

Thus, we have an algorithm that works in O(N log N) time, which is fast enough.
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